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1 Introduction

The generation of PWM signals for AC motor-control applications with eTPU is provided by two eTPU functions:

- PWM - Master for AC motors (PWMMAC)
- PWM - Full range (PWMF)

The PWMMAC and PWMF eTPU functions are located in the AC motor control eTPU function set (set4). This eTPU application routine is intended to provide simple C interface routines to the PWMMAC and PWMF eTPU functions. The routines are targeted at the MCF523x and MPC5500 families of devices, but they could be easily used with any device that has an eTPU.

2 Function Overview

The PWMMAC and PWMF functions enable the eTPU to generate PWM signals for driving a motor. The PWM master (PWMMAC) function synchronizes and updates...
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up to three PWM phases. The phases are driven by the PWM full range (PWMF) function that enables a full 0% to 100% duty-cycle range.

The PWMF function generates the PWM signals. The PWMMAC function controls the PWMF function, does not generate any drive signal, and can be executed even on an eTPU channel not connected to an output pin. If connected to an output pin, the PWMMAC function turns the pin high and low, so that the high-time identifies the period of time in which the PWMMAC execution is active. In this way, the PWMMAC function, as with many of the motor-control eTPU functions, supports checking eTPU timing using an oscilloscope.

3 Function Description

This chapter describes in detail all PWM signal generation features, as well as using the PWMMAC and PWMF function.
3.1 Modulations

The PWMMAC function transforms input parameters into phase duty-cycles by modulation. The following modulations are provided by the PWMMAC function:

- **Unsigned Voltage** (VOLTAGE_UNSIGNED) - The input parameter is an applied motor voltage in the range (0,1). The voltage range (0,1) corresponds to the duty-cycle range (0%, 100%). Zero voltage corresponds to a 0% duty-cycle. All phases are controlled by the same duty-cycle, optionally negated (see Section 3.2.4, “Negate Duty: Transform Duty-cycle Value to its Opposite”).

- **Signed Voltage** (VOLTAGE_SIGNED) - The input parameter is an applied motor voltage in the range (-1,1). The voltage range (-1,1) corresponds to the duty-cycle range (0%, 100%). Zero voltage corresponds to a 50% duty-cycle. All phases are controlled by the same duty-cycle, optional negated (see Section 3.2.4, “Negate Duty: Transform Duty-cycle Value to its Opposite”).

- **No Modulation** (NO) - No input parameters are transformed into phase duty-cycles. The phase duty-cycles must be provided.

- **Standard Space Vector Modulation** (SVM_STD) - The input parameters are orthogonal components of an applied motor voltage vector alpha and beta in the range (-1,1). Figure 2 depicts the modulation technique.
• **Space Vector Modulation With O_{000} Nulls** (SVM_U0N) - The input parameters are orthogonal components of an applied motor voltage vector alpha and beta in the range (-1,1). Figure 3 depicts the modulation technique.

![Figure 3. Space Vector Modulation with O_{000} Nulls Technique](image)

• **Space Vector Modulation With O_{111} Nulls** (SVM_U7N) - The input parameters are orthogonal components of an applied motor voltage vector alpha and beta in the range (-1,1). Figure 4 depicts the modulation technique.

![Figure 4. Space Vector Modulation with O_{111} Nulls Technique](image)
• **Inverse Clark Transformation** (ICT) - The input parameters are alpha and beta components of the stator reference voltage vector, both in the range (-1,1). The 3-phase duty cycles are calculated based on these inputs and using the Inverse Clark Transformation.

![Figure 5. Modulation Using Inverse Clark Transformation](image)

• **Sine Table Modulation** (SINE_TABLE) - The input parameters are the applied motor voltage vector amplitude and angle. The amplitude is in the range (0,1), and the angle is in the range (-1,1), corresponding to the (-180,180) degree range. 3-phase duty cycles are calculated based on these inputs.

• **User-Defined Table Modulation** (USER_TABLE) - The input parameters are the amplitude and angle of an applied motor voltage vector. The amplitude is in the range (0,1), and the angle is in range (-1,1), corresponding to the (-180°,180°) degree range. Modulation is based on the first quadrant modulation table defined by the user. For example, the modulation table can be a sine wave with third harmonic injection in the (0°,90°) degree range. 3-phase duty cycles are calculated based on these inputs.

### 3.2 Phase Options

#### 3.2.1 Phase Type: Single Channel or Complementary Pair

The phase type option applies equally for all phases. The phases can be represented by an eTPU channel generating the PWM signal, or by a pair of eTPU channels generating a complementary pair of top and bottom PWM signals with dead-time insertion. In this case, the complementary channel is always the channel next to the base channel. In the case of a single channel, the generated signal is equal to that generated by the base channel of a complementary pair.
3.2.2 Alignment: Edge-Aligned or Center-Aligned

The alignment option is common for all phases. The following figures depict examples of edge-aligned and center-aligned PWM signals.

**Figure 6. Examples of a PWM Signal Generated by a Single-Channel Phase**

**Figure 7. Examples of a PWM Signal Generated by a Complementary-Pair Phase**

**Figure 8. Examples of Edge-aligned PWM Signals**

**Figure 9. Examples of Center-aligned PWM Signals**
3.2.3 Polarity: Active High or Active Low

The polarity of each generated PWM signal is selectable. It can be either active-high or active-low polarity.

![Figure 10. Example of PWM Signals of Different Polarity](image)

3.2.4 Negate Duty: Transform Duty-cycle Value to its Opposite

The negate duty option enables transforming the duty cycle value from the range 0% - 100% into the range 100% - 0%. If the negate duty option is set, the generated active-time is equal to the difference in the PWM period and the calculated active-time. The negate duty option is useful for driving a DC or BLDC motor.

![Figure 11. Effect of the Negate-Duty Option on Edge-aligned PWM Signals](image)

![Figure 12. Effect of the Negate-Duty Option on Center-aligned PWM Signals](image)
3.2.5 Swap: Swap Dead-time Insertion

Setting the swap option, together with changing the generated PWM signal polarities, enables swapping the base and the complementary channel.
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Figure 13. Effect of the Swap Dead-time Option

3.2.6 DTC: Dead-time Compensation

Each PWMF phase adjusts the generated active-time using a dead-time compensation (dtc) parameter. The $dtc$ parameter distinguishes between the following states:

- $dtc = DTC\_COMPL\_COMPENSATES$
- $dtc = DTC\_BOTH\_COMPENSATE$
- $dtc = DTC\_BASE\_COMPENSATES$

If the swap option is cleared, then the $dtc$ parameter applies in this way:

- DTC\_COMPL\_COMPENSATES - the base channel active-time is equal to the calculated active time (period $\times$ duty-cycle), while the complementary channel adds dead-time, or
- DTC\_BOTH\_COMPENSATE - the base channel subtracts dead-time from the calculated active time (period $\times$ duty-cycle), and the complementary channel adds dead-time to the calculated active-time, or
- DTC\_BASE\_COMPENSATES - the complementary channel active-time is equal to the calculated active time (period $\times$ duty-cycle), while the base channel subtracts dead-time.
If the swap option is set, then the $dtc$ parameter applies this way:

- **DTC_COMPL_COMPENSATES** - the complementary channel active-time is equal to the calculated active time ($\text{period} \times \text{duty-cycle}$), while the base channel adds dead-time, or
- **DTC_BOTH_COMPENSATE** - the base channel adds dead-time to the calculated active time ($\text{period} \times \text{duty-cycle}$) and the complementary channel subtracts dead-time from the calculated active-time, or
- **DTC_BASE_COMPENSATES** - the base channel active-time is equal to the calculated active time ($\text{period} \times \text{duty-cycle}$), while the complementary channel subtracts dead-time.

![Diagram](image.png)

**Figure 14. Effect of Dead-time Compensation if Swap Option is Cleared**
3.3 Full Duty-cycle Range and Minimum Pulse Width

The PWMF phases may limit the minimum pulse width of the generated PWM signals. The minimum pulse width is an adjustable parameter that is common for all phases.

Furthermore, the PWMF function allows for generation of 0% and 100% duty-cycle PWM signals, meaning generating no pulse. The PWMMAC function generates a 0% or 100% duty-cycle if the calculated pulse width is less than half of the specified minimum pulse width.

3.4 Normal and Half-cycle Reload

The update of the generated PWM signals can be once per several PWM periods or each PWM period in the normal update mode, and up to twice per PWM period in half-cycle update mode. Near the end of each PWM period, the PWMMAC function checks for an update. If new input values are available, they are applied in the next PWM period. Furthermore, in half-cycle update mode, the check is also performed near the end of the first half of each PWM period. If new input values are available, they are applied from the second half of the PWM period. The half-cycle update mode can only be used with center-aligned PWM alignment.
3.5 Example Configurations

The PWMMAC and PWMF functions have been designed to provide as much flexibility as possible in the generation of the PWM signals that drive a motor. This flexibility may allow the PWMMAC and PWMF functions to meet the needs of an unusual drive scheme. However, since the primary purpose of the
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PWMMAC and PWMF functions is to drive motors in a conventional manner, the typical configurations are depicted in Figures 18 to 21.

**Figure 18. ACIM or PMSM - Driven by Standard Space Vector Modulation with Half-cycle Update and Single Channels**

<table>
<thead>
<tr>
<th>Phase A</th>
<th>Base Channel</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Phase B</th>
<th>Base Channel</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Phase C</th>
<th>Base Channel</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**PWMM Settings**
- PhaseA_negate_duty: DUTY_POS
- PhaseB_negate_duty: DUTY_POS
- PhaseC_negate_duty: DUTY_POS
- Modulation: SVM STD
- Update: HALF CYCLE
- Alignment: CENTER_ALIGNED
- Phases_type: FULL_RANGE_SINGLE_CHANNELS
- Swap: NO_SWAP
- Base_ch_polarity: BASE_ACTIVE_HIGH

**Figure 19. ACIM or PMSM - Driven by Standard Space Vector Modulation with Normal Update and Complementary Channels**

<table>
<thead>
<tr>
<th>Phase A</th>
<th>Base Channel</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Complementary Channel</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>Phase B</th>
<th>Base Channel</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Complementary Channel</th>
</tr>
</thead>
</table>

<table>
<thead>
<tr>
<th>Phase C</th>
<th>Base Channel</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Complementary Channel</th>
</tr>
</thead>
</table>

**PWMM Settings**
- PhaseA_negate_duty: DUTY_POS
- PhaseB_negate_duty: DUTY_POS
- PhaseC_negate_duty: DUTY_POS
- Modulation: SVM STD
- Update: NORMAL
- Alignment: CENTER_ALIGNED
- Phases_type: FULL_RANGE_COMPL_PAIRS
- Swap: NO_SWAP
- Base_ch_polarity: BASE_ACTIVE_HIGH
- Compl_ch_polarity: COMPL_ACTIVE_LOW
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The configuration in Figure 20 fulfills the model, where the phase currents are measured when the bottom transistors are ON (complementary channels are high), and the update occurs during the first half of the PWM period, effective at the second half of the PWM period (see Figure 21).
3.6 Interrupts

The PWMMAC function periodically generates an interrupt service request to the CPU. The generation of interrupt service requests depends on the type of update: one interrupt per PWM period is generated in the normal update mode, two interrupts per PWM period are generated in the half-cycle update mode.

3.7 Performance

Like all eTPU functions, the PWMMAC and PWMF function performance in an application is, to some extent, dependent upon the service time (latency) of other active eTPU channels. This is due to the operational nature of the scheduler. The performance limits of the PWMMAC function with PWMF phases, can be expressed by these parameters:

- **minimum update_time**
  - *update_time* is the time necessary to perform the update of all PWMF channels for the next PWM period. New input values must be set to the eTPU at least *update_time* before the next period, in order that they are applied in the next PWM period.
  - The minimum update-time increases if another eTPU function may interfere into the update.

- **maximum eTPU busy-time during one period**
  - This value, compared to the period value, determines the proportional load on the eTPU engine caused by the PWMMAC and PWMF functions.

Table 1 lists the performance limits if a single PWMMAC function with several PWMF phases is in use.

<table>
<thead>
<tr>
<th>num_phases</th>
<th>Modulation</th>
<th>Update</th>
<th>Phases_type</th>
<th>One Period</th>
<th>Period Update Time</th>
<th>Minimum Update Time</th>
<th>Longest Thread</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 NO_MODULATION</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>336</td>
<td>56</td>
<td>308</td>
<td>188</td>
<td></td>
</tr>
<tr>
<td>1 NO_MODULATION</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>458</td>
<td>84</td>
<td>402</td>
<td>190</td>
<td></td>
</tr>
<tr>
<td>2 NO_MODULATION</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>578</td>
<td>84</td>
<td>522</td>
<td>310</td>
<td></td>
</tr>
<tr>
<td>2 NO_MODULATION</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>820</td>
<td>140</td>
<td>708</td>
<td>312</td>
<td></td>
</tr>
<tr>
<td>3 NO_MODULATION</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>820</td>
<td>112</td>
<td>736</td>
<td>432</td>
<td></td>
</tr>
<tr>
<td>3 NO_MODULATION</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>1182</td>
<td>196</td>
<td>1014</td>
<td>434</td>
<td></td>
</tr>
<tr>
<td>1 NO_MODULATION</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>612</td>
<td>56</td>
<td>380</td>
<td>196</td>
<td></td>
</tr>
<tr>
<td>1 NO_MODULATION</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>800</td>
<td>84</td>
<td>538</td>
<td>198</td>
<td></td>
</tr>
<tr>
<td>2 NO_MODULATION</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>1032</td>
<td>84</td>
<td>662</td>
<td>322</td>
<td></td>
</tr>
<tr>
<td>2 NO_MODULATION</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>1404</td>
<td>140</td>
<td>976</td>
<td>324</td>
<td></td>
</tr>
<tr>
<td>3 NO_MODULATION</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>1452</td>
<td>112</td>
<td>944</td>
<td>448</td>
<td></td>
</tr>
<tr>
<td>3 NO_MODULATION</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>2008</td>
<td>196</td>
<td>1414</td>
<td>450</td>
<td></td>
</tr>
</tbody>
</table>
### Performance Limits of Various Configurations of PWMMAC with PWMF Phases

<table>
<thead>
<tr>
<th>num_phases</th>
<th>Modulation</th>
<th>Update</th>
<th>Phases_type</th>
<th>Performance Limits [eTPU cycles]</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>One Period</td>
</tr>
<tr>
<td>1</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>356</td>
</tr>
<tr>
<td>1</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>478</td>
</tr>
<tr>
<td>2</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>598</td>
</tr>
<tr>
<td>2</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>840</td>
</tr>
<tr>
<td>3</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>840</td>
</tr>
<tr>
<td>3</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>1202</td>
</tr>
<tr>
<td>1</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>652</td>
</tr>
<tr>
<td>1</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>840</td>
</tr>
<tr>
<td>2</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>1072</td>
</tr>
<tr>
<td>2</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>1444</td>
</tr>
<tr>
<td>3</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>1492</td>
</tr>
<tr>
<td>3</td>
<td>VOLTAGE_SIGNED / VOLTAGE_UNSIGNED</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>2048</td>
</tr>
<tr>
<td>3</td>
<td>SVM_STD / SVM_U0N / SVM_U7N</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>1002</td>
</tr>
<tr>
<td>3</td>
<td>SVM_STD / SVM_U0N / SVM_U7N</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>1364</td>
</tr>
<tr>
<td>3</td>
<td>SVM_STD / SVM_U0N / SVM_U7N</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>1816</td>
</tr>
<tr>
<td>3</td>
<td>SVM_STD / SVM_U0N / SVM_U7N</td>
<td>HALF_CYCLE</td>
<td>SINGLECHANNELS</td>
<td>2372</td>
</tr>
<tr>
<td>3</td>
<td>SVM_ICT</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>980</td>
</tr>
<tr>
<td>3</td>
<td>SVM_ICT</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>1342</td>
</tr>
<tr>
<td>3</td>
<td>SVM_ICT</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>1772</td>
</tr>
<tr>
<td>3</td>
<td>SVM_ICT</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>2328</td>
</tr>
</tbody>
</table>
The eTPU module clock is equal to the CPU clock on MPC5500 devices, and eTPU module clock is equal to peripheral clock, which is a half of the CPU clock, on MCF523x devices. For example, the eTPU module clock is 132 MHz on a 132-MHz MPC5554, and one eTPU cycle takes 7.58ns, while the eTPU module clock is only 75 MHz on a 150-MHz MCF5235, and one eTPU cycle takes 13.33ns.

The performance is influenced by compiler efficiency. The above numbers, measured on the code compiled by eTPU compiler version 1.0.0.5, are given for guidance only and are subject to change. For up to date information, refer to the information provided in the particular eTPU function set release available from Freescale.

### 4 C Level API for Function

The following routines provide easy access for the application developer to the PWMMAC and PWMF functions. Use of these functions eliminates the need to directly control the eTPU registers.

There are 17 functions added to the PWMMAC application programming interface (API). The routines can be found in the `etpu_pwmmac.h` and `etpu_pwmmac.c` files, which should be linked with the top level development file(s).

<table>
<thead>
<tr>
<th>num_phases</th>
<th>Modulation</th>
<th>Update</th>
<th>Phases_type</th>
<th>Performance Limits [eTPU cycles]</th>
</tr>
</thead>
<tbody>
<tr>
<td>3</td>
<td>SINE_TABLE</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>One Period: 984</td>
</tr>
<tr>
<td>3</td>
<td>SINE_TABLE</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>One Period: 1346</td>
</tr>
<tr>
<td>3</td>
<td>SINE_TABLE</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>One Period: 1780</td>
</tr>
<tr>
<td>3</td>
<td>SINE_TABLE</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>One Period: 2336</td>
</tr>
<tr>
<td>3</td>
<td>USER_TABLE</td>
<td>NORMAL</td>
<td>SINGLE_CHANNELS</td>
<td>One Period: 1038</td>
</tr>
<tr>
<td>3</td>
<td>USER_TABLE</td>
<td>NORMAL</td>
<td>COMPL_PAIRS</td>
<td>One Period: 1400</td>
</tr>
<tr>
<td>3</td>
<td>USER_TABLE</td>
<td>HALF_CYCLE</td>
<td>SINGLE_CHANNELS</td>
<td>One Period: 1888</td>
</tr>
<tr>
<td>3</td>
<td>USER_TABLE</td>
<td>HALF_CYCLE</td>
<td>COMPL_PAIRS</td>
<td>One Period: 2444</td>
</tr>
</tbody>
</table>

The eTPU module clock is equal to the CPU clock on MPC5500 devices, and eTPU module clock is equal to peripheral clock, which is a half of the CPU clock, on MCF523x devices. For example, the eTPU module clock is 132 MHz on a 132-MHz MPC5554, and one eTPU cycle takes 7.58ns, while the eTPU module clock is only 75 MHz on a 150-MHz MCF5235, and one eTPU cycle takes 13.33ns.

The performance is influenced by compiler efficiency. The above numbers, measured on the code compiled by eTPU compiler version 1.0.0.5, are given for guidance only and are subject to change. For up to date information, refer to the information provided in the particular eTPU function set release available from Freescale.

### 4 C Level API for Function

The following routines provide easy access for the application developer to the PWMMAC and PWMF functions. Use of these functions eliminates the need to directly control the eTPU registers.

There are 17 functions added to the PWMMAC application programming interface (API). The routines can be found in the `etpu_pwmmac.h` and `etpu_pwmmac.c` files, which should be linked with the top level development file(s).
Figure 22 shows the PWMMAC API state flow and lists API functions that can be used in each of its states.

All PWMMAC API routines will be described in order and are listed below:

- Initialization functions:

  ```c
  int32_t fs_etpu_pwmmac_init_3ph( uint8_t channel,
                                  uint8_t priority,
                                  uint8_t phaseA_channel,
                                  uint8_t phaseA_negate_duty,
                                  uint8_t phaseB_channel,
                                  uint8_t phaseB_negate_duty,
                                  uint8_t phaseC_channel,
                                  uint8_t phaseC_negate_duty,
                                  uint8_t modulation,
                                  uint16_t* p_table,
                                  uint8_t update,
                                  uint8_t alignment,
                                  uint8_t phases_type,
                                  uint8_t swap,
                                  uint8_t base_ch_disable_pin_state,
                                  uint8_t compl_ch_disable_pin_state,
                                  uint24_t start_offset,
                                  uint24_t period,
  ```

- Other API functions:

  - `fs_etpu_pwmmac_set_period(...)`
  - `fs_etpu_pwmmac_set_sector(...)`
  - `fs_etpu_pwmmac_enable_3ph(...)`
  - `fs_etpu_pwmmac_enable_2ph(...)`
  - `fs_etpu_pwmmac_enable_1ph(...)`
  - `fs_etpu_pwmmac_disable_3ph(...)`
  - `fs_etpu_pwmmac_disable_2ph(...)`
  - `fs_etpu_pwmmac_disable_1ph(...)`
  - `fs_etpu_pwmmac_set_dtc(...)`
  - `fs_etpu_pwmmac_update_voltage_unsigned(...)`
  - `fs_etpu_pwmmac_update_voltage_signed(...)`
  - `fs_etpu_pwmmac_update_duty_cycles(...)`
  - `fs_etpu_pwmmac_update_svm(...)`
  - `fs_etpu_pwmmac_update_vector(...)`

**Figure 22. PWMMAC API State Flow**
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```c
uint24_t update_time,
uint24_t dead_time,
uint24_t min_pw)

int32_t fs_etpu_pwmmac_init_2ph( uint8_t   channel,
uint8_t   priority,
uint8_t   phaseA_channel,
uint8_t   phaseA_negate_duty,
uint8_t   phaseB_channel,
uint8_t   phaseB_negate_duty,
uint8_t   modulation,
uint16_t* p_table,
uint8_t   update,
uint8_t   alignment,
uint8_t   phases_type,
uint8_t   swap,
uint8_t   base_ch_disable_pin_state,
uint8_t   compl_ch_disable_pin_state,
uint24_t start_offset,
uint24_t period,
uint24_t update_time,
uint24_t dead_time,
uint24_t min_pw)

int32_t fs_etpu_pwmmac_init_1ph( uint8_t   channel,
uint8_t   priority,
uint8_t   phaseA_channel,
uint8_t   phaseA_negate_duty,
uint8_t   modulation,
uint16_t* p_table,
uint8_t   update,
uint8_t   alignment,
uint8_t   phases_type,
uint8_t   swap,
uint8_t   base_ch_disable_pin_state,
uint8_t   compl_ch_disable_pin_state,
uint24_t start_offset,
uint24_t period,
uint24_t update_time,
uint24_t dead_time,
uint24_t min_pw)
```
• Change operation functions:

```c
int32_t fs_etpu_pwmmac_enable_3ph( uint8_t   channel,
                                      uint8_t   base_ch_polarity,
                                      uint8_t   compl_ch_polarity)

int32_t fs_etpu_pwmmac_enable_2ph( uint8_t   channel,
                                      uint8_t   base_ch_polarity,
                                      uint8_t   compl_ch_polarity)

int32_t fs_etpu_pwmmac_enable_1ph( uint8_t   channel,
                                      uint8_t   base_ch_polarity,
                                      uint8_t   compl_ch_polarity)

int32_t fs_etpu_pwmmac_disable_3ph( uint8_t channel,
                                      uint8_t base_ch_disable_pin_state,
                                      uint8_t compl_ch_disable_pin_state)

int32_t fs_etpu_pwmmac_disable_2ph( uint8_t channel,
                                      uint8_t base_ch_disable_pin_state,
                                      uint8_t compl_ch_disable_pin_state)

int32_t fs_etpu_pwmmac_disable_1ph( uint8_t channel,
                                      uint8_t base_ch_disable_pin_state,
                                      uint8_t compl_ch_disable_pin_state)

int32_t fs_etpu_pwmmac_set_period( uint8_t  channel,
                                      uint24_t period)

int32_t fs_etpu_pwmmac_update_voltage_unsigned( uint8_t  channel,
                                                   uint24_t voltage)

int32_t fs_etpu_pwmmac_update_voltage_signed( uint8_t channel,
                                               int24_t voltage)

int32_t fs_etpu_pwmmac_update_duty_cycles( uint8_t channel,
                                       int24_t dutyA,
                                       int24_t dutyB,
                                       int24_t dutyC)

int32_t fs_etpu_pwmmac_update_svm( uint8_t channel,
                                    int24_t alpha,
                                    int24_t beta)
```
int32_t fs_etpu_pwmmac_update_vector( uint8_t channel,
    int24_t amplitude,
    int24_t angle)

int32_t fs_etpu_pwmmac_set_dtc( uint8_t phase_channel,
    uint8_t dtc)

• Value return functions:
    uint8_t fs_etpu_pwmmac_get_sector( uint8_t channel)

4.1 Initialization Function

4.1.1 int32_t fs_etpu_pwmmac_init_1ph(...),
    int32_t fs_etpu_pwmmac_init_2ph(...),
    int32_t fs_etpu_pwmmac_init_3ph(...) 

These routines are used to initialize the eTPU channels for the PWMMAC function and set the output signal(s) to the inactive state, based on the `base_ch_disable_pin_state` and `compl_ch_disable_pin_state` parameters. These functions, which differ in number of phases they initialize (1, 2, or 3), have the following parameters:

• `channel (uint8_t)` - The PWMMAC channel number; should be assigned a value of 0-31 for ETPU_A, and 64-95 for ETPU_B.

• `priority (uint8_t)` - The priority to assign to the PWMMAC function; should be assigned a value of:
  — FS_ETPU_PRIORITY_HIGH,
  — FS_ETPU_PRIORITY_MIDDLE or
  — FS_ETPU_PRIORITY_LOW

• `phaseA_channel (uint8_t)` - Determines phase A base channel number; should be assigned a value of 0-31 for ETPU_A, and 64-95 for ETPU_B.

• `phaseA_negate_duty (uint8_t)` - Sets the ‘Negate duty-cycle’ option for phase A. This option can be changed in run-time by applying a commutation command. For more information refer to Section 3.2.4, “Negate Duty: Transform Duty-cycle Value to its Opposite.” It should be assigned a value of:
  — FS_ETPU_PWMMAC_DUTY_POS or
  — FS_ETPU_PWMMAC_DUTY_NEG

• `phaseB_channel (uint8_t)` - Determines the phase B base channel number; should be assigned a value of 0-31 for ETPU_A, and 64-95 for ETPU_B.
• **phaseB_negate_duty (uint8_t)** - Sets the ‘Negate duty-cycle’ option for phase B. This option can be changed in run-time by applying a commutation command. For more information refer to Section 3.2.4, “Negate Duty: Transform Duty-cycle Value to its Opposite.” It should be assigned a value of:
  — FS_ETPU_PWMMAC_DUTY_POS or
  — FS_ETPU_PWMMAC_DUTY_NEG

• **phaseC_channel (uint8_t)** - Determines phase C base channel number; should be assigned a value of 0-31 for ETPU_A, and 64-95 for ETPU_B.

• **phaseC_negate_duty (uint8_t)** - Sets the ‘Negate duty-cycle’ option for phase C. This option can be changed in run-time by applying a commutation command. For more information refer to Section 3.2.4, “Negate Duty: Transform Duty-cycle Value to its Opposite.” It should be assigned a value of:
  — FS_ETPU_PWMMAC_DUTY_POS or
  — FS_ETPU_PWMMAC_DUTY_NEG

• **modulation (uint8_t)** - Determines the type of modulation. For more information refer to Section 3.1, “Modulations.” It should be assigned a value of:
  — FS_ETPU_PWMMAC_MOD_NO or
  — FS_ETPU_PWMMAC_MOD_VOLTAGE_UNSIGNED or
  — FS_ETPU_PWMMAC_MOD_VOLTAGE_SIGNED or
  — FS_ETPU_PWMMAC_MOD_SVM_STD or
  — FS_ETPU_PWMMAC_MOD_SVM_U0N or
  — FS_ETPU_PWMMAC_MOD_SVM_U7N or
  — FS_ETPU_PWMMAC_MOD_SINE_WAVE or
  — FS_ETPU_PWMMAC_MOD_SINE_TABLE or
  — FS_ETPU_PWMMAC_MOD_USER_TABLE

• **p_table (uint16_t**) - The pointer to the first quadrant look-up table; applies only if modulation = FS_ETPU_PWMMAC_MOD_USER_TABLE. The table is an array of unsigned 16-bit fract values, and of length of 129. As an example, see the definition of fs_etpu_pwmmac_sin3h_lut in etpu_pwmmac.c. It defines the shape of a sine wave with injection of 3rd harmonics.

• **update (uint8_t)** - Determines the type of update. For more information refer to Section 3.4, “Normal and Half-cycle Reload.” It should be assigned a value of:
  — FS_ETPU_PWMMAC_NORMAL or
  — FS_ETPU_PWMMAC_HALF_CYCLE

• **alignment (uint8_t)** - Determines the type of PWM alignment. For more information refer to Section 3.2.2, “Alignment: Edge-Aligned or Center-Aligned.” This parameter should be assigned a value of:
  — FS_ETPU_PWMMAC_EDGE_ALIGNED or
  — FS_ETPU_PWMMAC_CENTER_ALIGNED
C Level API for Function

- **phases_type (uint8_t)** - Determines the type of all the PWF or PWMC phases. For more information refer to Section 2, “Function Overview” and Section 3.2.1, “Phase Type: Single Channel or Complementary Pair.” It should be assigned a value of:
  - FS_ETPU_PWMMAC_FULL_RANGE_SINGLE_CHANNELS or
  - FS_ETPU_PWMMAC_FULL_RANGE_COMPL_PAIRS

- **swap (uint8_t)** - Sets the ‘Swap dead-time insertion’ option. For more information refer to Section 3.2.5, “Swap: Swap Dead-time Insertion.” It should be assigned a value of:
  - FS_ETPU_PWMMAC_NO_SWAP or
  - FS_ETPU_PWMMAC_SWAP

- **base_ch_disable_pin_state (uint8_t)** - The required output state of the base channel pin, after initialization; should be assigned a value of:
  - FS_ETPU_PWMMAC_PIN_LOW or
  - FS_ETPU_PWMMAC_PIN_HIGH

- **compl_ch_disable_pin_state (uint8_t)** - The required output state of the complementary channel pin, after initialization; should be assigned a value of:
  - FS_ETPU_PWMMAC_PIN_LOW or
  - FS_ETPU_PWMMAC_PIN_HIGH

- **start_offset (uint24_t)** - Used to synchronize various eTPU functions that generate a signal. The first PWM period starts start_offset TCR1 clocks after initialization.

- **period (uint24_t)** - Determines the PWM period as a number of TCR1 cycles.

- **update_time (uint24_t)** - Determines the time that is necessary to perform the update of all PWM phases, as a number of TCR1 cycles.

- **dead_time (uint24_t)** - Determines the dead-time as a number of TCR1 cycles.

- **min_pw (uint24_t)** - Determines the minimum pulse width, as a number of TCR1 cycles.

### 4.2 Change Operation Functions

#### 4.2.1 int32_t fs_etpu_pwmmac_enable_1ph(...), int32_t fs_etpu_pwmmac_enable_2ph(...), int32_t fs_etpu_pwmmac_enable_3ph(...) 

These routines are used to enable PWM generation. They differ in number of phases which are enabled (1, 2 or 3). These functions have the following parameters:

- **channel (uint8_t)** - The PWMMAC channel number; must be assigned the same value as the channel parameter of the initialization function was assigned.
• **base_ch_polarity (uint8_t)** - Determines the polarity of the base channel; should be assigned a value of:
  — FS_ETPU_PWMMAC_ACTIVE_HIGH or
  — FS_ETPU_PWMMAC_ACTIVE_LOW
• **compl_ch_polarity (uint8_t)** - Determines the polarity of the complementary channel; should be assigned a value of:
  — FS_ETPU_PWMMAC_ACTIVE_HIGH or
  — FS_ETPU_PWMMAC_ACTIVE_LOW
  This parameter applies only if phase_type is FS_ETPU_PWMMAC_COMPL_PAIRS.

These functions return 0 if the PWM phases were successfully enabled. In case the phase channels have any pending HSRs, the phases are not enabled and these functions should be called again later. In this case, a sum of pending HSR numbers is returned.

### 4.2.2 int32_t fs_etpu_pwmmac_disable_1ph(...),
int32_t fs_etpu_pwmmac_disable_2ph(...),
int32_t fs_etpu_pwmmac_disable_3ph(...)  

These routines are used to disable generation of the PWM signal(s) and set the output signal(s) to the inactive state, based on the `base_ch_disable_pin_state` and `compl_ch_disable_pin_state` parameters. These routines differ in number of phases they disable (1, 2, or 3). These functions have the following parameters:

• **channel (uint8_t)** - The PWMMAC channel number; must be assigned the same value as the channel parameter of the initialization function was assigned.
• **base_ch_disable_pin_state (uint8_t)** - The required output state of the base channel pins, after disable of PWM generation; should be assigned a value of:
  — FS_ETPU_PWMMAC_PIN_LOW or
  — FS_ETPU_PWMMAC_PIN_HIGH
• **compl_ch_disable_pin_state (uint8_t)** - The required output state of the complementary channel pins, after disable of PWM generation. It should be assigned a value of:
  — FS_ETPU_PWMMAC_PIN_LOW or
  — FS_ETPU_PWMMAC_PIN_HIGH
  This parameter applies only if phase_type is FS_ETPU_PWMMAC_COMPL_PAIRS.

These functions return 0 if the PWM phases were successfully disabled. In case the phase channels have any pending HSRs, the phases are not disabled and this function should be called again later. In this case, a sum of pending HSR numbers is returned.
4.2.3 \texttt{int32\_t \hspace{1mm} fs\_etpu\_pwmmac\_set\_period( \hspace{1mm} uint8\_t \hspace{1mm} channel, \hspace{1mm} uint24\_t \hspace{1mm} period)}

This function sets the PWM period. This function has the following parameters:

- \texttt{channel (uint8\_t)} - The PWMMAC channel number; must be assigned the same value as the channel parameter of the initialization function was assigned.
- \texttt{period (uint24\_t)} - Determines the PWM period as a number of TCR1 ticks. If the application uses PWM frequency in Hz, instead of PWM period in TCR1 ticks, one of the following expressions can be used instead of \texttt{period}:

\begin{align*}
etpu\_a\_tcr1\_freq/\text{PWM}\_frequency \\
etpu\_b\_tcr1\_freq/\text{PWM}\_frequency
\end{align*}

If the new \texttt{period} value is set \textit{update\_time} before the start of the next PWM period, it is applied immediately from the next PWM period.

4.2.4 \texttt{int32\_t \hspace{1mm} fs\_etpu\_pwmmac\_update\_voltage\_unsigned( \hspace{1mm} uint8\_t \hspace{1mm} channel, \hspace{1mm} uint24\_t \hspace{1mm} voltage)}

This function sets the applied motor voltage in case of voltage-unsigned modulation (the \textit{modulation} parameter is set to \texttt{FS\_ETPU\_PWMMAC\_MOD\_VOLTAGE\_UNSIGNED}). This function has the following parameters:

- \texttt{channel (uint8\_t)} - The PWMMAC channel number; must be assigned the same value as the channel parameter of the initialization function was assigned.
- \texttt{voltage (uint24\_t)} - Determines the applied motor voltage in the range (0, \texttt{2^{24}}-1). The voltage range (0, \texttt{2^{24}}-1) corresponds to the duty-cycle range (0\%, 100\%).

This function returns 0 if the input voltage was successfully updated. In case the master channel has any pending HSR, the input voltage is not updated and this function should be called again later. In this case, the pending HSR number is returned.

4.2.5 \texttt{int32\_t \hspace{1mm} fs\_etpu\_pwmmac\_update\_voltage\_signed( \hspace{1mm} uint8\_t \hspace{1mm} channel, \hspace{1mm} int24\_t \hspace{1mm} voltage)}

This function sets the applied motor voltage in case of voltage-signed modulation (the \textit{modulation} parameter is set to \texttt{FS\_ETPU\_PWMMAC\_MOD\_VOLTAGE\_SIGNED}). This function has the following parameters:

- \texttt{channel (uint8\_t)} - The PWMMAC channel number; must be assigned the same value as the channel parameter of the initialization function was assigned.
- \texttt{voltage (int24\_t)} - Determines the applied motor voltage in the range (-\texttt{2^{23}}, \texttt{2^{23}}-1). The voltage range (-\texttt{2^{23}}, \texttt{2^{23}}-1) corresponds to the duty-cycle range (0\%, 100\%).
This function returns 0 if the input voltage was successfully updated. In case the master channel has any pending HSR, the input voltage is not updated and this function should be called again later. In this case, the pending HSR number is returned.

4.2.6 int32_t fs_etpu_pwmmac_update_duty_cycles( uint8_t channel, int24_t dutyA, int24_t dutyB, int24_t dutyC)

This function updates phase duty-cycles in case of no modulation (the modulation parameter is set to FS_ETPU_PWMMAC_MOD_NO). This function has the following parameters:

- **channel (uint8_t)** - The PWMMAC channel number; must be assigned the same value as the channel parameter of the initialization function was assigned.
- **dutyA (int24_t)** - Determines the phase A duty-cycle in range \((-2^{23}, 2^{23}-1\)\). The voltage range \((-2^{23}, 2^{23}-1\)\) corresponds to the duty-cycle range (0%, 100%).
- **dutyB (int24_t)** - Determines the phase B duty-cycle in range \((-2^{23}, 2^{23}-1\)\). The voltage range \((-2^{23}, 2^{23}-1\)\) corresponds to the duty-cycle range (0%, 100%).
- **dutyC (int24_t)** - Determines the phase C duty-cycle in range \((-2^{23}, 2^{23}-1\)\). The voltage range \((-2^{23}, 2^{23}-1\)\) corresponds to the duty-cycle range (0%, 100%).

This function returns 0 if the duty-cycles were successfully updated. In case the master channel has any pending HSR, the duty-cycles are not updated and this function should be called again later. In this case, the pending HSR number is returned.

4.2.7 int32_t fs_etpu_pwmmac_update_svm( uint8_t channel, int24_t alpha, int24_t beta)

This function updates input parameters in case of any SVM modulation (the modulation parameter is set to FS_ETPU_PWMMAC_MOD_SVM_STD, or FS_ETPU_PWMMAC_MOD_SVM_U0N, or FS_ETPU_PWMMAC_MOD_SVM_U7N, or FS_ETPU_PWMMAC_MOD_PWM_ICT). This function has the following parameters:

- **channel (uint8_t)** - The PWMMAC channel number; must be assigned the same value as the channel parameter of the initialization function was assigned.
- **alpha (int24_t)** - Determines the alpha component of the applied voltage in the range \((-2^{23}, 2^{23}-1\)\).
- **beta (int24_t)** - Determines the beta component of the applied voltage in the range \((-2^{23}, 2^{23}-1\)\).

4.2.8 int32_t fs_etpu_pwmmac_update_vector( uint8_t channel, int24_t amplitude, int24_t angle)

This function updates input parameters in case of any table modulation (the modulation parameter is set to FS_ETPU_PWMMAC_MOD_SINE_TABLE, or FS_ETPU_PWMMAC_MOD_USER_TABLE).
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This function has the following parameters:

- **channel (uint8_t)** - The PWMMAC channel number; must be assigned the same value as the channel parameter of the initialization function was assigned.
- **amplitude (int24_t)** - Determines the applied voltage amplitude in the range \((-2^{23}, 2^{23}-1)\).
- **angle (int24_t)** - Determines the applied voltage angle in degrees \((-2^{23}, 2^{23}-1)\).

4.2.9 int32_t fs_etpu_pwmmac_set_dtc( uint8_t phase_channel, uint8_t dtc)

This function sets dead-time correction type (dtc). This function has the following parameters:

- **phase_channel (uint8_t)** - This is the phase A, B or C channel number. This parameter must be assigned the same value as the phaseA_channel (phaseB_channel, phaseC_channel) parameter of the initialization function was assigned.
- **dtc (uint8_t)** - Sets dead-time insertion type; should be assigned a value of:
  - FS_ETPU_PWMMAC_DTC_COMPL_COMPENSATES or
  - FS_ETPU_PWMMAC_DTC_BOTH_COMPENSATE or
  - FS_ETPU_PWMMAC_DTC_BASE_COMPENSATES.

4.3 Value Return Function

4.3.1 uint8_t fs_etpu_pwmmac_get_sector( uint8_t channel)

This function applies only in case of any SVM modulation and gets current sector value (1-6). The sector value is calculated only in case of any SVM modulation (modulation = FS_ETPU_PWMMAC_MOD_SVM_STD or FS_ETPU_PWMMAC_MOD_SVM_U0N or FS_ETPU_PWMMAC_MOD_SVM_U7N). This function has the following parameter:

- **channel (uint8_t)** - This is the PWMMAC channel number. This parameter must be assigned the same value as the channel parameter of the initialization function was assigned.

The sector value is returned as an uint8_t.

5 Example Use of Function

5.1 Demo Applications

The usage of the PWMMAC and PWMF eTPU function is demonstrated in the following application:

- “AC Induction Motor V/Hz Control, driven by eTPU on MCF523x”, AN3000.

For a detailed description of the demo application refer to the mentioned application note.

Following is an example of PWM function initialization, assignment of the PWMMAC, PWMC, and PWMF functions to an eTPU channel, and use of API functions.
5.1.1 Function Calls: PWMMAC+PWMF

/*******************************************************************************
* Parameters
*******************************************************************************/
uint8_t PWM_master_channel = 7;
uint8_t PWM_phaseA_channel = 8;
uint8_t PWM_phaseB_channel = 10;
uint8_t PWM_phaseC_channel = 12;
uint32_t PWM_freq_hz = 20000;
uint32_t etpu_a_tcr1_freq = 37500000;
uint32_t PWM_dead_time_ns = 1000;

/*******************************************************************************
* Initialize PWM generator
*******************************************************************************
err_code = fs_etpu_pwmmac_init_3ph (
    PWM_master_channel,/* master_channel */
    FS_ETPU_PRIORITY_MIDDLE,/* priority */
    PWM_phaseA_channel,/* phaseA_channel */
    FS_ETPU_PWMMAC_DUTY_POS,/* phaseA_negate_duty */
    PWM_phaseB_channel,/* phaseB_channel */
    FS_ETPU_PWMMAC_DUTY_POS,/* phaseB_negate_duty */
    PWM_phaseC_channel,/* phaseC_channel */
    FS_ETPU_PWMMAC_DUTY_POS,/* phaseC_negate_duty */
    FS_ETPU_PWMMAC_CENTER_ALIGNED,/* alignment */
    FS_ETPU_PWMMAC_FULL_RANGE_COMPL_PAIRS,/* phases_type */
    FS_ETPU_PWMMAC_NO_SWAP,/* swap */
);
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FS_ETPU_PWMMAC_PIN_LOW,/* base_ch_disable_pin_state */
FS_ETPU_PWMMAC_PIN_LOW,/* compl_ch_disable_pin_state */
10000,/* start_offset */
etpu_a_tcr1_freq/PWM_freq_hz,/* period */
etpu_a_tcr1_freq/PWM_freq_hz/2,/* update_time */
etpu_a_tcr1_freq/1000*PWM_dead_time_ns/1000000, /* dead_time */
etpu_a_tcr1_freq/1000*PWM_dead_time_ns/1000000); /* min_pw */

/*******************************************************************************
* Enable generation of PWM signals
*******************************************************************************
hsrr = fs_etpu_pwmmac_enable_3ph(PWM_master_channel,
    FS_ETPU_PWMMAC_ACTIVE_HIGH,
    FS_ETPU_PWMMAC_ACTIVE_LOW);

/*******************************************************************************
* Disable generation of PWM signals
*******************************************************************************
hsrr = fs_etpu_pwmmac_disable_3ph(PWM_master_channel,
    FS_ETPU_PWMMAC_PIN_LOW,
    FS_ETPU PWMMAC_PIN_LOW);

6 Summary and Conclusions

This application note provides the user with a description of AC motor control PWM (PWMMAC and
PWMF) eTPU functions usage and examples. The simple C interface routines to the AC motor control
PWM eTPU functions enable easy implementation of them in applications. The demo application is
targeted at the MCF523x family of devices, but it could be easily reused with any device that has an eTPU.
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