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1 Introduction

Run-length encoding (RLE) is a method that allows data compression for information in which symbols are repeated constantly. The method is based on the fact that the repeated symbol can be substituted by a number indicating how many times the symbol is repeated and the symbol itself. To cope with different type of data the RLE decoder implemented in Vybrid supports the following constructs:

- Repeated symbols: This subset of data consists of the symbols that can be compressed by replacing them with a number indicating how many times the symbol is repeated and the repeated symbol.
- Gradients: This subset of data consists of the symbols that can be compressed using a linear approximation. The approximation is expressed using an initial symbol, a delta, and the number of symbols that will be generated adding a delta to the initial symbol.
- Non-repeated symbols: This subset of data consists of the symbols that cannot be compressed by any of the prior methods. It is stored as non-compressed data.

For example, consider the pixel row marked as original data in Figure 1. Notice how the colors are repeated in some areas. By applying RLE we get the compressed data (bottom row of Figure 1, consisting only in nine elements achieving a compression of 2.8 times.
In the case of gradients or any serial data that is linear, consider the pixels marked as original data in Figure 2. The linear gradient consisting of 12 colors can be represented by a number indicating the length of the gradient, the starting color, and the difference between one color and the next. By applying gradient RLE on Vybrid, we can compress the data to three elements, achieving a compression of four times.

Figure 1. RLE compression

The RLE decoder implemented on Vybird does not know the concept of rows and lines in a displayed frame but treats the data as a single dimension array as shown in Figure 3.

Figure 2. Gradient compression

Figure 3. RLE encoding direction
2 RLE on the Vybrid devices

Vybrid devices have hardware supported runtime RLE decompression optimized for pixel data. The module can decode the following different pixel formats for source data: 8 bpp, 16 bpp, 24 bpp, and 32 bpp. This allows the selection of atomicity of source data for more efficient compression.

The RLE capabilities of the Vybrid can be divided into two sections:

- 2D-ACE embedded RLE: The DCU3 can automatically read RLE compressed data from images and display it on a screen seamlessly. The DCU3 has a dedicated decompression module and can be used simultaneously with the standalone RLE module.
- Standalone RLE decoder: This module allows the decompression of RLE data independently from the DCU3. It can be used for any type of RLE data, including non-graphics data. It also supports gradient RLE compression.

2.1 Gradient RLE mode

Gradients in an image are basically areas that have a starting color which gradually fades into a different color. Gradients are reconstructed by taking the starting color, adding a numeric delta to generate a second color, then adding the delta to the second color to generate the third color and so on until the number of required output pixels are generated.

The Gradient RLE functionality on Vybrid allows improving the compressed size of a gradient from 80% (traditional RLE compression) down to approximately 5% of the original size. The Gradient RLE feature uses a specific symbol which is not used in the traditional RLE format, thus keeping compatibility with previous devices such as MPC5645S.

2.2 RLE format

The Vybrid RLE decoder supports uncompressed sequences of pixel data called RAW and compressed pixel data. Each sequence starts with an 8-bit command indicating whether the sequence is raw or compressed.

Format of the marker:

<table>
<thead>
<tr>
<th>Bit</th>
<th>7</th>
<th>6</th>
<th>5</th>
<th>4</th>
<th>3</th>
<th>2</th>
<th>1</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td>Function</td>
<td>CR</td>
<td></td>
<td></td>
<td></td>
<td>Count</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

- CR
  - 1: Compressed sequence
  - 0: Raw sequence (uncompressed)
  - Count: Number of pixels encoded in the successive sequence. The number of pixels is actually Count+1.

A raw encoded sequence consists of Count+1 pixels, pixel width depends on the selected mode and can either be 8-bit, 16-bit, 24-bit, or 32-bit wide. All pixels are copied unmodified to the output.

In the Vybrid RLE decoder block, there are two styles of compressed sequences: RLE compressed and Gradient compressed.

To differentiate gradient compressed sequences from RLE compressed ones, the redundant coding of a RLE sequence with length 1 is used as a special marker indicating that the successive sequence is gradient encoded.

An RLE sequence with length one is function-wise the same as an RAW compressed sequence with length one.
An RLE sequence command is followed by one pixel in the stream. This pixel is then output count+1 times to the output. A pixel can either be 8-bit, 16-bit, 24-bit, or 32-bit wide.

Gradient sequences use the following modified layout:

![Figure 4. Compressed gradient sequence](image)

- Command byte: 0x80 to identify a Gradient encoded sequence
- GLength: output length of the gradient sequence. The number of generated output pixels is actually GLength+3
- Start Color: color of the first pixel of the sequence. The start color consists out of 1, 3, or 4 color components with 8 bits each. Figure 4 illustrates the case of 3 components per pixel.
- Delta color: the delta color contains a signed 8-bit fixed-point number for each color component identifying the incremental change in the specific color component of two adjacent pixels. Delta color has the format S2.6.

### 2.2.1 Gradient RLE compression with and without losses

Images with linear gradients that can be exactly represented with gradient RLE are common within artificial images, such as, wallpaper or other visual elements that are generated by software. Natural images usually contain non-linear gradients that cannot be represented by starting color, delta, and number of pixels.

For such use-cases, it is possible to accept a certain deviation of the de-compressed value from the original value to boost the compression ratio achievable. This lossy image compression is entirely implemented in the compressor software, that is, it does not imply a specific mode in the RLE decoder block.

This feature allows to trade of quality versus compressed image size. In most cases, small deviation of the decompressed color values from the perfect value are not even visible due to the limited color resolution of the attached TFT display.

Generally all kind of images might benefit in terms of compression ratio when allowing gradient RLE to represent the original image to within certain accuracy.

### 2.3 2D-ACE embedded RLE

The DCU3 and the DCULite have the ability decode and display RLE compressed images on the fly. Using an RLE image has the following limitations:
- Can be used only on either layer 0 or layer 1 on a single layer
- Supports 8 bpp, 16 bpp –except YUV, 24 bpp, and 32 bpp
- Tile mode is not permitted when RLE mode is active
- Gradient RLE is not supported for DCU3 embedded RLE (only supported in standalone RLE)

From the application point of view, there is no difference between using a non-RLE and an RLE image except that by using an RLE image a lot of memory space and bandwidth can be saved.

Configuring the DCU3 or the DCULite to display an RLE image is similar to configuring it to display any other kind of image. You must only perform the following additional steps to the layer initialization:
- Set DDR_MODE in DCU_MODE
2.4 Standalone RLE decoder

RLE compression is not only useful to compress images but other types of data such as sound and program code. The standalone RLE decoder in the Vybrid allows decoding any type of data whether it is an image or not.

To decode RLE data, configure the eDMA channels to move the data to and from the RLE decoder module. DMA transfers will be triggered when required by input and output FIFOs.

![Figure 5. RLE application block](image)

The RLE data in application diagram shown in Figure 5 can be fetched from any of the available memories and the decoded data can be put into SRAM, GRAM, or DRAM memory.

When images are decoded, the RLE Decoder also has the ability to extract a smaller image or portion of the original RLE compressed image. The images are divided into a virtual grid of pixels where it is possible to select the start position and end position. Figure 6 is an example of an image with the grid division.

**NOTE**
The grid start point is located at (1,1), the end point is located at (20, 20). The start and the end points of the selection rectangle are included in the partial image area.

![Figure 6. 20x20 pixels image example with grid](image)
3 Use case examples

It is possible to use statistical methods to analyze the entropy of certain images and decide whether the compression ratio will be good or not, but typically it is done empirically by just looking at the images. Alternatively, performing an RLE compression of an image is fairly fast in order to apply the trial and error method.

Because RLE is applied along the X axis, as it is how images are natively stored on memory, data having long runs of repeated data on the X axis will be compressed efficiently while data having long runs only on the Y axis will not be compressed.

Some images with good chances to have a good compression ratio are:
- Horizontal gradients (gradient RLE)
- Any type of shape having a solid background
- Images having single color areas

Natural images such as photographs usually achieve very limited gain using RLE compression. The table below showcases some examples of images with its compression ratios.

<table>
<thead>
<tr>
<th>Image</th>
<th>Description</th>
<th>Size</th>
<th>Comp. Size</th>
<th>Comp. Ratio</th>
</tr>
</thead>
</table>

*Table continues on the next page...*
<table>
<thead>
<tr>
<th>Image</th>
<th>Description</th>
<th>Regular RLE</th>
<th>GRLE Err=0</th>
<th>GRLE Err=1</th>
</tr>
</thead>
<tbody>
<tr>
<td><img src="image1.png" alt="Image" /></td>
<td>This image is a round shape with a solid background and single color areas around the center. This type of graphics always results in very good compression ratios.</td>
<td>35200 Bytes</td>
<td>11864 Bytes</td>
<td>3:1</td>
</tr>
<tr>
<td><img src="image2.png" alt="Image" /></td>
<td>This is a background image that has identifiable black color areas between the green diamonds and further black inside them. This allows a 47% size reduction.</td>
<td>130560 Bytes</td>
<td>69015 Bytes</td>
<td>&lt;2:1</td>
</tr>
<tr>
<td><img src="image3.png" alt="Image" /></td>
<td>This example has a horizontal color gradient with a big black color area; all these characteristics give this picture an excellent RLE compression ratio.</td>
<td>600000 Bytes</td>
<td>111031 Bytes</td>
<td>&gt;5:1</td>
</tr>
<tr>
<td><img src="image4.png" alt="Image" /></td>
<td>Raster text is often a good candidate for compression, especially if it is big.</td>
<td>11400 Bytes</td>
<td>2781 Bytes</td>
<td>4:1</td>
</tr>
<tr>
<td><img src="image5.png" alt="Image" /></td>
<td>Although traditional RLE does not compress this image, see Use case examples for gradient RLE for compression with gradient RLE.</td>
<td>786432 Bytes</td>
<td>774304 Bytes</td>
<td>1:1</td>
</tr>
</tbody>
</table>

### 4 Use case examples for gradient RLE

This section provides some examples of images being compressed with gradient RLE. With this data we get a clear view of what can be achieved by using both traditional and gradient RLE to compress an image. For each of the images the resulting image size for the following compressions is given:

- Regular RLE: traditional RLE (only series of identical pixels are compressed)
- GRLE Err=0: Gradient RLE encoding requiring bit accurate output
- GRLE Err=1: Gradient RLE allowing a deviation of maximum 1 for the pixel intensity channel
### Table 3. Gradient RLE use examples

<table>
<thead>
<tr>
<th>Image</th>
<th>Regular RLE</th>
<th>RLE+Gradient Err = 0</th>
<th>RLE+Gradient Err=1</th>
<th>RLE+Gradient Err=2</th>
</tr>
</thead>
<tbody>
<tr>
<td><img src="image1.png" alt="Image" /></td>
<td>47.50%</td>
<td>45.62%</td>
<td>1.83%</td>
<td>1.83%</td>
</tr>
<tr>
<td><img src="image2.png" alt="Image" /></td>
<td>102.26%</td>
<td>1.83%</td>
<td>1.83%</td>
<td>1.83%</td>
</tr>
<tr>
<td><img src="image3.png" alt="Image" /></td>
<td>81.17%</td>
<td>81.36%</td>
<td>2.77%</td>
<td>1.83%</td>
</tr>
<tr>
<td><img src="image4.png" alt="Image" /></td>
<td>100.11%</td>
<td>100.11%</td>
<td>99.81%</td>
<td>96.28%</td>
</tr>
</tbody>
</table>

## 5 Using the Freescale Image Encoder

The following instructions explain how to turn an image stored in a PC to a c code file that can be used in an embedded project for Vybrid.

1. Download and install Freescale Image Encoder (part of the software for this application note)
2. Run the Freescale Image Encoder
3. Choose the image file that you want to use

4. Choose the final image format that will be used to store the image in memory.

5. If you want to compress the image, choose Vybrid RLE (only 8, 24, and 32 bpp formats are supported by gradient RLE. For traditional RLE then MPC5645S RLE can be used)
6. Set an output location and name for the resulting files

7. You can preview the resulting image by using the “preview” button

8. Click the generate button to save the image data for your embedded project in .c and .h code format.

---

6 Example code

The following example code shows how to configure the RLE decoder module and the eDMA to decode and transfer the data to certain memory location:

```c
/* Initialize eDMA channel TCD (0,1) to zeroes */
ptr = DMA0_TCD0_WORD0;
for(i = 0; i<16; i++) { *ptr++ = 0; }

/* configure eDMA channel 0 (for write FIFO) */
reg32_write(DMA0_TCD0_WORD0, (uint32_t)rleBitmap); //source bitmap
reg32_write(DMA0_TCD0_WORD4, 0x78000080) //mem mapped write FIFO
reg32_write_mask(DMA0_TCD0_WORD1, 2<<DMA_TCDn_WORD1_SSIZE_SHIFT,
DMA_TCDn_WORD1_SSIZE_MASK); // src size 32bits
```
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```
reg32_write_mask(DMA0_TCD0_WORD1, 2<<DMA_TCDn_WORD1_DSIZE_SHIFT,
DMA_TCDn_WORD1_DSIZE_MASK); // dst size 32bits
reg32_write_mask(DMA0_TCD0_WORD1, 4<<DMA_TCDn_WORD1_SOFF_SHIFT,
DMA_TCDn_WORD1_SOFF_MASK); // src offset 4 bytes
reg32_write_mask(DMA0_TCD0_WORD5, 0<<DMA_TCDn_WORD5_DOFF_SHIFT,
DMA_TCDn_WORD5_DOFF_MASK); // dst offset 0 bytes
reg32_write_mask(DMA0_TCD0_WORD7, 1<<DMA_TCDn_WORD7_BITER_SHIFT,
DMA_TCDn_WORD7_BITER_MASK); // major loop = 1
reg32_write_mask(DMA0_TCD0_WORD5, 4<<DMA_TCDn_WORD5_CITER_SHIFT,
DMA_TCDn_WORD5_CITER_MASK); // major loop = 1
reg32_write_mask(DMA0_TCD0_WORD2, 28<<DMA_TCDn_WORD2_NBYTES_SHIFT,
DMA_TCDn_WORD2_NBYTES_MASK); // minor loop = 28
reg32_write_mask(DMAMUX0_CHCFG0, 1<<DMAMUX_CHCFGn_ENBL_SHIFT, DMAMUX_CHCFGn_ENBL_MASK); //
enable DMAMUX for channel 0
reg32_write_mask(DMAMUX0_CHCFG0, 54<<DMAMUX_CHCFGn_SOURCE_SHIFT,
DMAMUX_CHCFGn_SOURCE_MASK); //write fifo request

/* configure eDMA channel 1 (for read FIFO) */
reg32_write(DMA0_TCD1_WORD0, 0x780000C0); //mem mapped read FIFO
reg32_write(DMA0_TCD1_WORD4, 0x80000000); //destination start of external DRAM
reg32_write_mask(DMA0_TCD1_WORD1, 2<<DMA_TCDn_WORD1_SSIZE_SHIFT,
DMA_TCDn_WORD1_SSIZE_MASK); // src size 32bits
reg32_write_mask(DMA0_TCD1_WORD1, 2<<DMA_TCDn_WORD1_DSIZE_SHIFT,
DMA_TCDn_WORD1_DSIZE_MASK); // dst size 32bits
reg32_write_mask(DMA0_TCD1_WORD1, 0<<DMA_TCDn_WORD1_SOFF_SHIFT,
DMA_TCDn_WORD1_SOFF_MASK); // src offset 0 bytes
reg32_write_mask(DMA0_TCD1_WORD5, 4<<DMA_TCDn_WORD5_DOFF_SHIFT,
DMA_TCDn_WORD5_DOFF_MASK); // dst offset 4 bytes
reg32_write_mask(DMA0_TCD1_WORD7, 1<<DMA_TCDn_WORD7_BITER_SHIFT,
DMA_TCDn_WORD7_BITER_MASK); // major loop = 1
reg32_write_mask(DMA0_TCD1_WORD5, 1<<DMA_TCDn_WORD5_CITER_SHIFT,
DMA_TCDn_WORD5_CITER_MASK); // major loop = 1
reg32_write_mask(DMA0_TCD1_WORD2, 28<<DMA_TCDn_WORD2_NBYTES_SHIFT,
DMA_TCDn_WORD2_NBYTES_MASK); // minor loop = 28
reg32_write_mask(DMAMUX0_CHCFG1, 1<<DMAMUX_CHCFGn_ENBL_SHIFT, DMAMUX_CHCFGn_ENBL_MASK); //
enable DMAMUX for channel 1
reg32_write_mask(DMAMUX0_CHCFG1, 53<<DMAMUX_CHCFGn_SOURCE_SHIFT,
DMAMUX_CHCFGn_SOURCE_MASK); //write fifo request

/* Configure RLE module */
reg32setbit(RLE_MCR,RLE_MCR_MDIS_SHIFT); //disable module
reg32_write(RLE_CISR,sizeof(rleBitmap)); //compressed size of the image
reg32_write_mask(RLE_DICR,320<<RLE_DICR_X_SHIFT,RLE_DICR_X_MASK); //image width
reg32_write_mask(RLE_DICR,240<<RLE_DICR_Y_SHIFT,RLE_DICR_Y_MASK); //image height
reg32_write_mask(RLE_ICR,0<<RLE_ICR_WIDTH_SHIFT,RLE_ICR_WIDTH_MASK); //8bpp format
//decompress full size
reg32_write_mask(RLE_SPCR,0<<RLE_SPCR_X_SHIFT,RLE_SPCR_X_MASK); //start x pixel (origin)
reg32_write_mask(RLE_SPCR,0<<RLE_SPCR_Y_SHIFT,RLE_SPCR_Y_MASK); //start y pixel (origin)
reg32_write_mask(RLE_EPCR,320<<RLE_EPCR_X_SHIFT,RLE_EPCR_X_MASK); //final x pixel (width)
reg32_write_mask(RLE_EPCR,240<<RLE_EPCR_Y_SHIFT,RLE_EPCR_Y_MASK); //final y pixel (height)
reg32clrbit(RLE_MCR,RLE_MCR_MDIS_SHIFT); //enable module
```